Abstract—Over the last years, energy consumption has become a first-class citizen in software development practice. While energy-efficient solutions on lower-level layers of the software stack are well-established, there is convincing evidence that even better results can be achieved by encouraging practitioners to participate in the process. For instance, previous work has shown that using a newer version of a concurrent data structure can yield a 2.19x energy savings when compared to the old associative implementation [75]. Nonetheless, little is known about how much software developers are employing energy-efficient solutions in their applications and what solutions they employ for improving energy-efficiency. In this paper we present a qualitative study of “energy-aware commits”. Using Github as our primary data source, we perform a thorough analysis on an initial sample of 2,189 commits and carefully curate a set of 371 energy-aware commits spread over 317 real-world non-trivial applications. Our study reveals that software developers heavily rely on low-level energy management approaches, such as frequency scaling and multiple levels of idleness. Also, our findings suggest that ill-chosen energy saving techniques can impact the correctness and multiple levels of idleness. Therefore, developers still do not fully understand how their source code modifications will impact the correctness of an application. Yet, we found what we call “energy-aware interfaces”, which are means for clients (e.g., developers or end-users) to save energy in their applications just by using a function, abstracting away the low-level implementation details.

I. INTRODUCTION

Thanks to the diversification of modern computing platforms, battery-driven devices such as smartphones, tablets and unwired devices in general are now commonplace in our lives. However, such devices are energy-constrained, as they rely on limited battery power supply. Energy consumption directly affects the perception of users about their quality. For example, in a survey conducted with more than 3,500 respondents from 4 different countries [49], long-lasting battery life has been cited as the most desired feature in a new phone by 71% of the respondents. Likewise, recent research pointed out that battery usage is a key factor for evaluating and adopting mobile applications [86]. As a result, not only researchers [51], [85] but also giants of the software industry [56], [84] have recently started to promote energy-efficient systems.

Traditionally, energy optimization research has focused at the hardware-level (e.g., [52], [59]) and at the system-level (e.g., [54], [78]). Arguably, the strategy of leaving the energy optimization issue to lower-level systems and architecture layers has been successful. The main advantage of this approach is that user applications can be seen as black-boxes, i.e., no prior knowledge of the application source code or its behavior needs to be used to achieve better energy savings.

However, applications also impact energy consumption, although software itself does not consume energy. When one energy-inefficient piece of code is introduced in a system comprising hardware and software components, compilers and runtime systems cannot help much, since they are not aware of the semantics of the program. Unlike performance, where more efficient is always better, sometimes an application will purposefully consume more energy to provide its intended functionality, e.g., by activating an energy-intensive device.

In contrast, energy consumption bottlenecks often stem from inappropriate design choices, as is often the case with performance bugs [61]. Finding and fixing these problems requires human insight. It is not always clear for programmers, however, what they can do from a software engineering perspective to save energy. There seem to be misconceptions and lack of appropriate tools [76].

Recent work [64], [63], [75], [77] has shown that there is ample opportunity to improve energy consumption at the application level. As an example, upgrading the ConcurrentHashMap class available in Java 7 to its improved successor, available in Java 8, can yield energy savings of 2.19x [75]. Nevertheless, developing an energy-efficient system is a non-trivial task. Even though researchers have made great strides in empirical studies aiming to understand the impact of different program characteristics in energy consumption (e.g., [64], [77], [80], [89]), these studies do not cover a complete range of language constructs and implementation choices. Therefore, developers still do not fully understand how their source code modifications will impact energy consumption [76].

In spite of this grim scenario, many systems that are energy-efficient are being developed in practice. Starting from this premise, in this paper we focus on a timely but overlooked question:

• What solutions do software developers employ to save energy in practice?

To answer this question, we obtained data from GITHUB, the most popular source code hosting website in the software development world. At the time when this paper was written, it contained over 21.1 million software repositories[4] and more than 3.5 million contributors[5]. In addition, GITHUB is being used in recent software engineering studies [46], [51], [85].

In order to understand what are the energy-efficient solutions that software developers are employing, we started by searching at the commit messages, since programmers usually

[5] https://github.com/blog/1470-five-years
express their intention through these messages. Commit messages are also essential to program comprehension and software evolution, since they help developers understand and validate changes. Unfortunately, GITHUB does not provide a powerful infrastructure to search for commit messages, which led us to use a third-party mirror, GITHUBARCHIVE.

Using a set of energy consumption-related keywords defined elsewhere, we found more than 2,000 energy consumption-related commits. Through an automatic and double-checked manual analysis of these commits, and the associated source code, we identified a curated set of 371 “energy-aware commits”. From this set, we found 290 “energy-saving commits”, which had the explicit intention of saving energy. The group of energy-aware commits were performed by 265 open-source developers in 317 real world non-trivial open-source applications. We employ a thematic analysis approach to examine the data and identify recurring topics in the commits. We highlight some of the findings of this study:

- The vast majority of the energy-saving commits (49.66% of them) target lower levels of the software stack (e.g., Kernels and Drivers). Most of these commits describe solutions based on traditional approaches such as frequency scaling and exploring multiple levels of idleness. In contrast, we found only 47 commits (16.21% of them) that aim to improve energy consumption employing solutions such as using more efficient data structures or libraries. This suggests that there are opportunities to improve energy efficiency even further.

- We found that ill-chosen energy saving techniques can impact on the correctness of the application. 7 energy-aware commits warn about this.

- We identified 12 main themes regarding energy-saving commits, and we discuss 6 of them, namely: Frequency and voltage scaling, Use power efficient library/device, Disabling features or devices, Energy bug fix, and Low power idling. Interestingly, most of the commits (42.55% of them) in the Use power efficient library/device were employing the same library — the power efficient work queue.

- Developers are not always certain that their source code modifications will in fact save energy. 18 commit messages included “hesitating” words suggesting that the GITHUB contributors were not entirely sure about their effects, in terms of energy savings. We also identified 18 reverted commits.

- Even for systems where energy efficiency is critical, developers sometimes knowingly apply modifications that will have a negative impact on energy efficiency in order to balance trade-offs. We identified 42 commits documenting these situations. In contrast with the hesitating issue, this result suggests that some developers have a strong grasp over energy consumption-related solutions.

- Energy bugs are common. Nearly 11.03% of the 290 ones describe fixes to energy bugs, (e.g., keeping the system in the wrong c-state or continuously updating a UI component when the screen is turned off). This motivates research on the identification and correction of these bugs.

- We found two energy consumption experts. These experts performed 21 commits — 5.66% of the energy-aware commits.

II. METHODOLOGY

In this section we state the research questions of this study (Section II-A), the data collection procedure (Section II-B), and the qualitative research approach we employ (Section II-C).

A. Research Questions

As a first step towards our research goal, we designed the following research questions:

**RQ1.** What are the solutions that developers use to save energy in practice?

**RQ2.** What software quality attributes may be given precedence over energy consumption?

**RQ3.** How are energy-saving solutions distributed over the software stack?

**RQ4.** To what extent are software developers certain that their commits will save energy?

To answer RQ1 we used a qualitative research methodology to analyze and group in themes each one of the energy-aware commits. For RQ2 we investigated whether developers trade energy efficiency off by other quality attributes and, if so, what are these attributes. To answer RQ3, we analyzed the documentation of the projects to identify in which layer of the software stack (device driver, operating system, application, etc.) the project is located. To answer RQ4 we first defined a set of “hesitating words” and then counted how many energy-aware commit messages are employing them. We then turned our attention to reverted commits and how they are used.

B. Data Collection Procedure

In order to select our dataset, we followed a two-phase approach. Since programmers usually express the intention of a code modification through commit messages, we start by examining them. However, using the default GITHUB web-interface or its REST API, we can only obtain commit messages for a particular project. Given the limitation of the number of requests that a host can send to GITHUB within a 60 minute interval and the absence of a queryable global index, we would not be able to conduct a large-scale study. Instead, we chose to use GITHUBARCHIVE. According to the website, it is “a project to record the public GITHUB timeline, archive it, and make it easily accessible for further analysis”. The archive is updated every hour and its dataset is available since February, 2011. This project exposes its data through a web tool that enables querying and exporting query results. Using its interface, we were able to query the commit
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messages of any open-source project available on GitHub. At the time when this paper was written, the archive contained 96,387,889 commits.

We performed a query to select commits that are most likely to be related to energy consumption. Thus, our query searched for commits messages that contains at least one of the following terms: *energy consum*, *energy efficien*, *save energy*, *power consum*, *power efficien*, *power sav* and *save power*. The character "*" in each term works as a wildcard: the query will select commits with messages that match at least one of these terms, regardless of the beginning or the end of the message content. These terms were already used in a previous study [76]. Using only “energy” or “power” terms resulted in 112,900 commits, which would prevent us from conducting a mostly manual study.

This query resulted in a total of 2,189 commits. However, we observed that some of these commits existed only in the GitHubArchive database, but not in GitHub itself. At least three reasons might explain this fact: (1) the project could have been renamed or removed, (2) the project owner may have left GitHub, or (3) the branch where the commit was placed was removed. We also directly asked the GitHub staff if there is another reason for “unreachable commits”, and they answered that “We don’t periodically gc repositories, however we do run gc on repositories on request from an owner of the repository, which would be the reason for unreachable commits”. We automatically removed 599 commits that were not found on GitHub. We also found several commits that shared the same SHA key and/or the same commit message. Similarly, we automatically removed 600 duplicated commits. This left us with 1589 commits.

Next, we manually analyzed each of the 1589 remaining commits. GitHub helped us with a web interface that greatly increases the readability of a patch. Using this interface, programmers can easily map a commit to its source code modifications, observing which lines of code were added or removed. We used this interface to investigate the source code of a given commit in order to understand if it, in fact, was performed with the intent of saving energy. During this analysis, we observed what we call “soft-duplicated” commits, that is, commits that do not share the same SHA code, but the commit message and the source code modification are clearly focused on reducing energy consumption. “OK-UNABLE-TO-CATEGORIZE” was the class of commits where the intention in the message is clear, but we were unable to match this intention with the source code modifications. A “TRADEOFF” code indicates that a developer is trading energy consumption off for another quality attribute. Code “TRADEOFF-UNABLE-TO-CATEGORIZE” refers to commits that modified the system in ways that increase energy consumption, but did not explain what was gained by doing so. The “RELATED” code refers to commits that add an energy saving option, so that programmers or end-users can use it to save energy. “REVERT” commits are commits that undo energy saving intending commits, most probably using the revert Git utility. “DUPLICATE” is a duplicate commit, “FALSE-POSITIVE” is a commit that is not related to saving energy, for instance, when a programmer is working on a feature that calculates the energy consumption, and “BINARIES” is for binary code. A final code, “NOT-FOUND”, is regarding when a project gives a 404 error. This was the only one set automatically. Two authors coded the same groups of commits. When these two authors did not agree with a code, a third author provided an additional perspective. After this manual extraction phase, a total of 371 energy-aware commits were selected. These commits fit in the “OK”, “RELATED”, and “TRADE-OFF” codes. These commits were performed between 03/12/2012 and 05/15/2014. Table II summarizes the codes and their occurrences.

C. Qualitative Research Approach

Once the data is collected, we extract reliable information using a qualitative approach named Thematic Analysis [55]. Thematic analysis is a common qualitative analysis method that emphasizes examining and recording themes within data. The application of this approach has six stages: familiarization with data, generating initial codes, searching for themes among codes, reviewing themes, defining and naming themes, and producing the final report. We explain briefly how we conducted each one in the remainder of this section. A more detailed explanation of the general approach is available elsewhere [55].

This manual code review process was divided among the first three authors of the paper. Each commit was, at least, double-checked. Each author analyzed two thirds of the commit population. For instance, taking in consideration a population of 100 commits, the first author analyzed the commits between 1 and 66, while the second author analyzed the commits between 34-100, and finally the third author analyzed the commits in the ranges 1-33 and 67-100. In order to gather even more information about the projects, we also reviewed their description on the root dir or on the own webpage, if available. Since some code changes require an in-depth knowledge of the application domain, when we did not understand what a certain modification or feature is for, we also searched in mailing lists and in Q&A websites. This manual analysis took about 3 and a half months.
1) **Familiarization with data**: Here the first three authors analyzed the commit message and the source code modification for each commit. For commits that used specific language constructs or libraries, we have searched on internet forums and mailing lists in order to become familiar with them.

2) **Generating initial codes**: Each author gave a code for each analyzed commit. The code is an attempt to express the core of the modification. For instance, a commit that adds a new DVFS [59], a technique for dynamic scaling CPU frequency, algorithm can be coded as “DVFS”. In this step, we also refined codes by combining and splitting potential codes.

3) **Searching for themes**: In this step, we already had a list of initial themes. Here, only the first author tried to combine coded data on appropriated themes. When in doubt, the other authors provided support to find broader patterns within data.

4) **Reviewing themes**: At this stage, we have a potential set of themes. We then searched for data that supports or refutes our theme. For instance, we updated the theme of a commit that was initially themed as “DVFS” to “Frequency and voltage scaling”. In this commit, the programmer decreased the voltage of the display. This solution is related to voltage scaling but not to DVFS.

5) **Defining and naming themes**: Here we refined existing themes. At this time, most of the themes already had a name. However, we have renamed some of them to cover codes with small numbers of commits, otherwise we would have to discard them. We established 5 as a threshold for the minimum number of repetitions of a code required for it to be considered a theme.

6) **Producing the final report**: This process led to the elicitation of 12 main themes. Due to space constrains, we kept our focus to the 6 themes with the greatest number of occurrences.

### III. Study Results

We found a total of 371 energy-aware commits. This number represents 16.95% of the total number of commits we found in our initial query. These commits were performed in 317 different projects by 265 different GITHUB contributors.

As regarding the GITHUB contributors, we found two energy consumption experts; these two GITHUB contributors have performed 21 energy-aware commits (10 commits each one) — that is, 5.66% of our population of energy-aware commits. Analyzing the commits of one these top GITHUB contributors, we observed that, even though they were performed by the same GITHUB contributor, they greatly differ between each other in terms of the intention used to save energy. For instance, they vary from (1) changes to tweak governor parameters [39], to (2) disabling a feature when the display is turned off [36] and to (3) directly reducing an LCD display voltage [29].

The project that received the most commits is android_kernel_motorola_omap4-common, with 9 energy-aware commits. This is a Kernel project based on Motorola 3.0.8 Android Kernel. The energy-saving intention here also varied greatly. For instance, some commits were performed with the intention to (1) select different energy-efficient governors [1], to (2) improve an existing governor implementation [10], and to (3) enable a power saving feature [6]. This shows that the same software application can benefit from different energy-aware optimizations. Other than this project, 5 other projects have between 5 to 3 energy-aware commits each. 19 projects have 2 energy-aware commits each, and the other ones have one energy-aware commit each. Table II shows the diversity of our target applications.

### Table II

**The diversity of our target applications.**

<table>
<thead>
<tr>
<th>Metric</th>
<th>Mean</th>
<th>Median</th>
<th>Standard Dev.</th>
<th>Histogram</th>
</tr>
</thead>
<tbody>
<tr>
<td>LoC</td>
<td>4,069,000</td>
<td>68,930</td>
<td>5,239,099</td>
<td></td>
</tr>
<tr>
<td>Contributors</td>
<td>202.3</td>
<td>6.5</td>
<td>335.31</td>
<td></td>
</tr>
<tr>
<td>Commits</td>
<td>68,250</td>
<td>475.5</td>
<td>126,104</td>
<td></td>
</tr>
<tr>
<td>Age</td>
<td>4.50</td>
<td>3</td>
<td>3.72</td>
<td></td>
</tr>
</tbody>
</table>

As we can see in the table, on average, our target applications have 4,069,193 lines of code (3rd quartile: 10,200,000, min: 15, max: 14,180,000), 5 different GITHUB contributors (3rd quartile: 267.8, min: 1, max: 1,320), 68,250 commits (3rd quartile: 36,440, min: 1, max: 495,800), and are 4.5 years old (3rd quartile: 4.5, min: 1, max: 22). Age is measured in years, considering the time when the first commit was placed until 02/10/2015. 13.72% of them were performed in applications with up to 1,000 lines of code, 19.86% of them in applications sizing from 1,001 to 10,000 lines of code, and the vast majority 66.43% of them were performed in applications with over 10,000 lines of code. C is the most used programming language (158 projects use it as the main language), followed by Java (25 projects), Bourne Shell (17 projects), Arduino Sketch (15 projects), and C++ (12 projects).
In the following subsections (Sections III-A to III-D), we answer the four research questions.

A. RQ1. What are the solutions that developers use to save energy in practice?

We now analyze the source code modifications of each one of the 290 energy-saving commits. We identified 12 categories of source code modification aiming at saving energy. Table III summarizes each one.

<table>
<thead>
<tr>
<th>Theme</th>
<th># Commits</th>
<th>%</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frequency and voltage scaling</td>
<td>47</td>
<td>16.21</td>
</tr>
<tr>
<td>Use power efficient library/device</td>
<td>47</td>
<td>16.21</td>
</tr>
<tr>
<td>Disabling features or devices</td>
<td>44</td>
<td>15.17</td>
</tr>
<tr>
<td>Energy bug fix</td>
<td>32</td>
<td>11.03</td>
</tr>
<tr>
<td>Low power idling</td>
<td>21</td>
<td>7.24</td>
</tr>
<tr>
<td>Timing out</td>
<td>15</td>
<td>5.17</td>
</tr>
<tr>
<td>Avoid polling</td>
<td>15</td>
<td>5.17</td>
</tr>
<tr>
<td>Pin management</td>
<td>10</td>
<td>3.45</td>
</tr>
<tr>
<td>Display and UI tuning</td>
<td>9</td>
<td>3.10</td>
</tr>
<tr>
<td>Avoid unnecessary work</td>
<td>5</td>
<td>1.72</td>
</tr>
<tr>
<td>Miscellaneous</td>
<td>36</td>
<td>12.41</td>
</tr>
<tr>
<td>Outlier</td>
<td>9</td>
<td>3.10</td>
</tr>
</tbody>
</table>

As Table III shows, the approaches that developers use in practice to save energy are quite diverse. Due to space limitations we choose to describe and provide discussions on just the top 6 most often used approaches.

**Frequency and voltage scaling (47 occurrences)** Most commits we analyzed fit within the frequency and voltage scaling theme. The key insight is that a lower frequency yields lower power consumption. Saving energy, however, is not the same of saving power, because a reduction in frequency may increase the execution time. The challenge here is to figure out when the reduction in frequency is significant enough to cause performance degradation, thus negatively impacting on energy saving. In our qualitative analysis, we observed that such manipulations can be static or dynamic.

- Static: The programmer hard-coded a new frequency/voltage value directly in the source code.
- Dynamic: The programmer is using a dynamic frequency/voltage technique, usually DVFS [74].

Although frequency and voltage scaling became a popular technique to make CPU processors more energy-efficient, we have identified several GitHub contributors who focused on peripherals. For instance, a GitHub contributor said that “Reduce WiFi voltage for power savings. Should be beneficial for a wifi only device” [30]. In such commit, the GitHub contributor changed a single line of code, updating a variable from .microvolts = 20000000 to .microvolts = 1800000. This commit used a static approach, that is, the GitHub contributor hard-coded a new voltage value.

Solutions using the dynamic approach are greatly diverse. For instance, DVFS offers the chance to change the CPU frequency on the fly. DVFS algorithms, or cpufreq governors, dynamically decide what frequency should be used at a given time. We found several commits focused on using such DVFS features. They vary from (1) tuning existing governors [39] or (2) setting a different governor as default [1]. However, this approach hides important perils. As discussed in recent literature [68], [62], well-established Linux governors do not provide effective energy savings. In the worse case, governors can even increase energy consumption, instead of reducing it.

**Use power efficient library/device (47 occurrences)** The commits in this theme perform changes to use more efficient versions of certain libraries or services, as well as more energy-efficient devices. We also include in this theme commits that make use of power saving mode, usually a black-box technique that does not require knowledge about how the energy saving is achieved. Examples in this category are: (1) use power efficient work queue [38], (2) use a motion accelerometer instead of a general accelerometer [34], and (3) enable the Thermal framework to achieve energy savings [6]. Most of these power savings modes are offered by newer kernels (e.g., the power efficient workqueue and the Thermal Framework), which greatly reduce the barrier for employing a power saving technique in low-level applications, since the programmer does not need to worry about low-level implementation details, which are abstracted away in those libraries.

**Disabling features or devices (44 occurrences)** This theme encompasses source code modifications aimed at (1) disabling application features or devices or (2) putting devices in low power mode/state. Some examples include: (1) disabling logging [43], (2) “explicitly turn off SD card power after each data cycle” [14], and (3) enabling audio codecs power saving [22]. In particular, the last example shows that the energy-saving modification is not always related to source code, since it can also come in configuration files. We discuss configuration files in more details in Section IV.

**Energy bug fix (32 occurrences)** This theme contains commits that fix “Energy Bugs”. An energy bug is: “an error in the system, either application, OS, hardware, firmware or external, that causes an unexpected amount of high energy consumption by the system as a whole” [70]. We consider a commit as an Energy Bug Fix if the programmer clearly states at the commit message that it will fix an energy bug. Examples of energy bug fixes include (1) “Hiding a UI dialog when the screen is off. Otherwise it causes continuous buffer updates to SurfaceTexture even when SCREEN is turned off (while In-Call) causing a spike in power consumption” and (2) fixing a numerical overflow that causes wrong C-state to be selected [16]. Interestingly, however, we observed that energy bug fixes greatly differ in size. We have observed a commit that fixes a power consumption issue by inserting a single line of code [27]. This commit inserts a flag that enables the application to go to sleep mode. Otherwise, using the KEEP_SCREEN_ON flag, it would prevent the application from going to sleep. Unfortunately, most of the commits do
not refer to an issue tracker. This prevented us from conducting an in-depth investigation of the energy bug life-cycle.

**Low power idling (21 occurrences)** General rule of thumb here is that the program, or a particular thread, will go to suspend/sleep/powersaving/low power. It also covers increasing low power idle times. The rationale behind this theme comes from the idea that sending the device to an idle state might save energy. For instance, one of the solutions [42] is described in Figure [1] After performing its work on every iteration of the loop the device will be put in sleep mode until an external event wakes it up.

```java
for (;;) {
    if (!Usb::start_of_frame()) continue;
    Matrix::Scan();
    Tick();
    Usb::Tick();
    Usb::SendReport();
}
```

Fig. 1. An example of low power idling

According to a recent study, idle states can be seen as complementary to other energy savings techniques, and can save up to 25% of energy consumption [62]. However, there are at least two important concerns that the programmer should consider when using this approach. First, putting threads in an idle state may require polling to wake them up. Depending on the polling frequency, it might be a double-edged sword, increasing energy consumption behind the scenes. Second, the frequency with which a thread is sent to an idle state, and then woken up, is also important. If this frequency is too high, it might increase the energy consumption due to several changes of states.

**Timing out (15 occurrences)** This theme covers commits that add, decrease or improve timeouts to stop a computation as an attempt to decrease the number of times that the computation is performed. Usually, the computation is wrapped in a loop, which is continuously running until a threshold or a halt event is reached. For instance, Figure 2 shows an example of such an approach [13]. The author of such commit removed the condition if (scanTimes%100 == 0) which guarantees that the application must run at least 100 times before getting the opportunity to stop after the 3 minutes timeout. The removal of the condition makes it possible for the computation to be stopped earlier, saving energy by not performing unnecessary work.

```java
public void run() {
    int scanTimes = 0;
    while (isScanning){
        scanTimes++;
        if (scanTimes%100 == 0){ //stop after 3 min
            if (currentTime-startTime>1000*3*60){
                isScanning=false;
                break;
            }
        } doWork();
    }
}
```

Fig. 2. An example of timing out.

**B. RQ2. What software quality attributes may be given precedence over energy consumption?**

We have observed cases where GITHUB contributors are trading software energy consumption for other software attributes. We found 42 commits in this regard. However, for 19 of them, we did not recognize what software quality attribute was being considered. This happens mainly because the commit message was poorly elaborated and we did not infer any clear intention from it. Examples of such hard to understand commit messages are (1) "no power saving in X" [24], (2) "Remove Wifi power save off patch " [31], and (3) "turns off screen power saving" [41]. More importantly, however, we observed that for all aforementioned cases, the GITHUB contributor is disabling/removing the power saving mode provided by a third-party device. Since these third-party features are usually shipped as black-box functions, the programmer is not able to understand the underlying techniques being used behind the scenes and, with no other choice, she trades this black-box power saving mode for another software attribute. This suggests that such third-party power saving libraries cannot be seen as silver bullets.

For the 23 remaining ones, we observed that the most traded software attributes are the following: “Correctness”, “Responsiveness”, “No actual energy saving”, “Performance”, and “Miscellaneous”. We describe each one of them below.

**Correctness (7 occurrences)** One of the most interesting observations from this group of commits is that ill-chosen energy saving techniques can impact on the correctness of a software, as stated by different GITHUB contributors, for
instance (1) “the power saving delay has the ability to corrupt serial transmissions. Changing these to regular delays fixes this” [53], (2) “USB autosuspend might be causing some trouble with various smartboards and WLAN accesspoints” [52] where “autosuspend” is a power saving mode, and (3) “Disable Auto Power Saving when resetting the modem. This can cause several bugs with serial communication” [8]. Likewise the aforementioned unable to categorize ones, the root cause for all correctness problems were due to the use of power saving mode provided by third-party devices. In particular, two GITHUB contributors have acknowledged the same correctness problem: power saving mode can corrupt serial transmission.

**Responsiveness (6 occurrences)** Responsiveness is an important software attribute in general, and for smartphones in particular. In this regard, 2 out of the 6 occurrences are related to touch events, for instance: “For better Ux responsiveness ondemand sampling rate needs to be 20ms. But, a 20ms sampling rate increases power consumption. So, boost the sampling rate to 20ms on every touch event for 2.5 ms and later reset to default rate” [5]. Other two occurrences are related to wifi usage, for instance: “Wi-Fi should be in active state during the entire DHCP process, and shouldn’t go to IEEE 802.11 power save mode. If the framework requests scan during the DHCP process, the Wi-Fi chip has to start scanning on channels different from the current one, and going to power save mode is a prerequisite for scan. The result directly impacts user experience: DHCP process takes longer, and even can fail” [28].

**Performance (3 occurrences)** Performance is an energy consumption close relative. As expected, programmers trade energy consumption for better performance, for instance: “The lowest power level does not correspond to significant power savings as the whole system doesn’t drop to SVS voltage. Performance is improved without this level for serialized test cases” [23].

**No actual energy saving (3 occurrences)** Some GITHUB contributors did not observe any effective energy saving with the employed solution. In these commits, the GITHUB contributor is removing the supposed energy-efficient code. For instance, “Enable LPA playback for music streams only. There are no significant power savings for using LPA with other modes like ringtone” [17], or “It is unlikely this gives any power savings and only add some ugly code” [25]. Since we did not find any mention to energy consumption profiling tools in the commit messages, we believe that this perception of lack of energy saving is based on developers own wisdom. However, reasoning about the energy behavior of an application is not a straight-forward task [76].

**Miscellaneous (3 occurrences)** In this category we grouped all remaining commits. They vary from improve memory usage [3], power saving not needed [9], and accuracy [20].

### C. RQ3. How are energy-saving solutions distributed over the software stack?

We have observed that the energy-saving commits are spread over the entire software stack. We used the same software layer definition provided by Stallings [83], which encompasses Operating System, Libraries Utilities and Applications. Operating System includes Kernels, Embedded Kernels, Drivers and Firmwares. Libraries Utilities include scripts (general purpose scripts, building scripts and compile scripts) and embedded libraries. Application includes embedded applications, desktop application, and mobile applications. To determine the conforming software layer for each commit we used as references: (1) the project description on GITHUB, (2) the files names, extensions and directory structure and (3) the changed source code itself and related documentation. The project description generally provides an important hint on the conforming layer as it describes the purpose of the software. Files names, extensions and folder structure may also give information about the stack level, e.g., a driver related commit [15] may change files inside a folder named “driver” or a commit to an Arduino application may change files ending with an “.ino” extension [20]. In the same manner, the code itself provides contextual information about the stack level, for example, changes to code conforming to the same level may follow a given pattern or have certain similarities [11], [40], [12]. Table IV shows the number of energy-saving commits per software level.

<table>
<thead>
<tr>
<th>Level</th>
<th># Commits</th>
</tr>
</thead>
<tbody>
<tr>
<td>Application</td>
<td>93</td>
</tr>
<tr>
<td>Libraries/Utilities</td>
<td>53</td>
</tr>
<tr>
<td>Operating System</td>
<td>144</td>
</tr>
</tbody>
</table>

As we see, most of the energy-saving commits are targeting the Operating System level. In particular, Kernels received the greatest number of commits (70 commits), followed by drivers (53 commits). Application software received 93 commits. However, 48 of these commits are related to embedded software — e.g., 21 commits are targeting Arduino applications. The remaining ones, 45 of them, are targeting traditional desktop and mobile applications. This low number of commits is unfortunate because there is convincing evidence that even better energy savings can be achieved by encouraging application developers to produce energy-aware software solutions [75], [77], [63]. Application developers ought to seize more energy saving opportunities.

### D. RQ4. To what extent are software developers certain that their commits will save energy?

The lack of tools for developing energy-aware applications is well-known (e.g. [68], [76]). However, our data suggest that developers are actively performing energy-aware commits. In this research question we analyze how certain software developers are that a modification will in fact save energy. To
do so, we investigate if a set of “hesitating” words are used in the commit messages. This set encompass “seem”, “might”, “doubt”, “could”, “hope”, “attempt”, “supposed”, “guess”, and “likely”. We then queried our commit database looking for these hesitating words, and we found a total 18 energy-aware commits. Some examples of such energy-aware hesitating commits are the followings: (1) “Slowed down SensorProbe sampling frequency in hopes of reducing power consumption” [31], and (2) “Including some power savings modes. I doubt they amount to much, but I’m not using any of them, so why not” [19]. This finding suggests that software developers may not be always confident when writing energy-efficient applications. One might argue that the hesitation happens only when a GITHUB contributor is performing a non-trivial task with several code changes. However, we found cases where a GITHUB contributor is performing a single variable change, but she is not sure if the change will reduce positively energy consumption, for instance: “This patch disables [a feature] and advertises only SWSUP mode which seems to improve performance and reduce power consumed in AV record use-case” [21].

Second, we observed that 18 commits were reverted. Revert is a Git feature that undoes a given commit so that the branch points again to the prior commit and discards the last one, even though the reverted commit was already pushed to the main repository. Interestingly, most of the reverted commits, 8 of them, were using the power efficient work queue. According to the documentation, “Workqueues can be performance or power oriented. For performance we may want to keep them running on a single cpu, so that it remains cache hot. For power we can give scheduler the liberty to choose target cpu for running work handler” 4. Although we cannot be sure why such commits were reverted, this result at least suggests that the decision of when to use a power-efficient library should be made with care; the trade-off between performance and energy consumption is not always clear [77], [60], [57].

IV. Further Analysis

In this section, we provide additional discussion on the data presented in the previous sections.

Mobile Applications. Thanks to the rapid proliferation of mobile phones, tablets, and unwired devices in general, energy-efficiency is becoming a key software design consideration where the energy consumption is closely related to battery lifetime. We found 47 commits that are targeting mobile software. Although most of these commits are related to Android Kernels, we found several commits that focus on the application-level.

Energy Efficient Software Product Lines. It is well-known that the Linux Kernel is developed as a software product line [52]. One important challenge with software product lines is to create the simplest working product, with no unnecessary features. This is important because redundant code can introduce inefficiencies that, when accumulated, can slow down the performance of an application [87]. This is also an important concern with the Linux Kernel. We have found 13 commits where the author is changing the Linux configuration files in order to create a more energy-efficient kernel.

Check-Then-Act Oriented Programming. We found a total of 27 commits that follow a check-then-act idiom. In such commits, the programmer first verifies a given system property is available and, if so, acts. For instance, the programmer checks if the GPU is active, prior to collecting a sample. Such programming style is useful to avoid unnecessary work. We have found this programming style in different contexts, such as: (1) “Disable accelerometer sensor while in-call and screen UI is off” [7], and (2) “charger: suspend when not animating”. Yet, such check-then-act style can be useful to bulk different energy saving techniques, for instance, “turns mobile data and autosync on and off automatically [...] while the phone is inactive, turns Wifi and Bluetooth off when disconnected for a period of time, and reduces screen brightness and timeout when battery levels get low” [18].

Energy-Aware Interfaces. We identified 58 commits that were performed with the intention to create what we call “energy-aware interfaces”. An energy-aware interface provides means for clients (e.g., developers or end-users) to save energy in their applications just by using a function, abstracting away the low-level implementation details. These interfaces are of particular importance to end-users because, without them, end-users would not be able to access such low-level implementation details, e.g., because they work on the kernel mode. Take as an example project android_packages_apps_Settings, which is an Android application. In its energy-aware commit [55], it adds a feature on the application’s menu that allows end-users to save energy by putting the WiFi in a power saving mode — an end-user centric approach. On the other hand, project i9105Sammy adds a new DVFS governor designed for latency-sensitive workloads. According to the commit message [2], this governor “attempts to reduce the latency of clock increases so that the system is more responsive to interactive workloads in loweste steady-state but to reduce power consumption in middle operation level up will be done in step by step to prohibit system from going to max operation level”, a programmer-centric approach.

Energy-Aware Source Code Review. On GITHUB, when a commit is pushed to a remote repository, other GITHUB contributors can provide comments to the commit, so that the original author can improve the existing commit based on the comments provided in order to match with the team expectations. In fact, we found 5 energy-aware discussions in our dataset. These discussions are mostly related to the behavior of the application on a particular scenario, for instance, “what does happen if the screen turns on due to an incoming call?” [4]. This low number of discussions found does not suggest, however, that developers do not have interest in discussing energy consumption issues. According to a recent study, only few developers contribute to a broader range of design discussions in a project [47].
V. IMPLICATIONS

**Developers.** The results of our study provide some assistance to software developers. First, by showing that software energy-efficiency is important and they cannot ignore it (Section III). Second, our results encourage software developers to make more energy-aware commits. In particular, we observed that, even though application programmers can yield better energy savings [75], [63], application software received about half of the kernel/operating system commits (RQ3). Third, with this study, developers can learn from mistakes made by their peers (RQ2).

**Researchers.** Researchers can also benefit from our results. We have observed that voltage and frequency scaling are among the most often employed approaches to save energy (RQ1). However, such techniques require an in-depth knowledge of low-level implementations details, besides being error-prone and omission-prone. Since developers believe in the effectiveness of these techniques, researchers can propose novel, high-level and ease to use techniques in order to reduce the burden of using low-level ones (e.g., [45], [78]). Also, this study provided evidence that third-party power saving techniques cannot be seen as a silver bullet and, at the worst case, can even corrupt a software (RQ2). Researchers can help in this direction by providing an in-depth investigation of the advantages and the disadvantages of general purpose power saving techniques.

**Library Designers.** Our analysis showed that programmers rely on energy-efficient libraries, such as the power-efficient work queue (RQ1). We believe that energy-efficient libraries can play an important role in reducing the burden of writing energy-efficient applications. Library designers can, at least, improve their documentation to mention how their libraries behave, from an energy consumption standpoint. In particular, such documentation should explain in which scenarios the library can, or cannot, be used, thus avoiding potential correctness problems (RQ2). At best, library designers can create energy-efficient versions of their libraries.

**Tool Vendors.** Developers are in need of appropriate tools to measure/identify/refactor energy consumption hotspots [76]. Energy consumption tools do exist [57], [66], [68], but most of them do not provide direct guidance on energy optimization, i.e., bridging the gap between understanding where energy is consumed and how the code can be modified in order to reduce energy consumption. Tool vendors can play a role by introducing novel tools for profiling energy consumption. With appropriate tools, developers can be more certain about how their modifications will impact energy consumption (RQ4), and thus may hesitate less. Tool vendors can also play an important role in empowering application developers, for instance, supporting refactorings for energy-efficiency, thus decreasing significantly the barrier for placing an energy-aware commit (RQ1).

**Lecturers in Computer Science.** The results of this study can be helpful for lecturers and students. First, the diversity of projects showed in Section III can raise the discussion that energy consumption issues are not only important for data centers and high-performance computing in general, but for simple applications as well. Also, our themes can be used in programming-related courses to illustrate what are the real-life solutions proposed by software developers when writing energy-efficient software applications (RQ1). Lecturers can incentivize students to provide additional solutions to these problems, and potential problems behind them.

VI. THREATS TO VALIDITY

**Internal validity.** First, we collected the commits using a GITHUB third-party mirror, GITHUBARCHIVE. Then, we cannot be sure whether we are collecting all commits available on GITHUB. This is, however, the most fair approach we found, since GITHUB itself does not provide an interface for querying commit messages among different software repositories. Second, our approach does not cover the whole spectrum of energy-related commit messages. To make the matters worse, commit messages are often vague, meaningless, or have typo errors. We mitigate this problem by searching with wildcards. Thus, we can query terms regardless their position (in the beginning, middle or end) in the commit message. Wildcards also allow us to query part of the term (e.g., “consum*”), instead of “consumption”), which can cover abbreviations, typos or similar words. Third, commits categorization is human-prone. For instance, a commit might be seen as “OK” for one, but “RELATED” for another one. We mitigate this risk by, at least, doubling-check each one of the analyzed commits. When the authors did not agree with each other, a third author was invited to the discussion and provided additional comments. Fourth, we only analyzed commit messages written in English. However, English is the de facto language used to communicate in software development. Finally, since we are not the commit authors, some findings might appear as a over/under-generalization.

**External validity.** First, our results only apply to software developers who performed energy-aware commits on GITHUB. It does not cover software developers in other source code hosting websites. Second, our results are limited by our selection of commit messages. Such commits were performed in wide spectrum of non-trivial applications, ranging from operating systems, kernels, and mobile apps. These applications were developed by different teams with 1 up to 1,320 contributors, using different programming languages, from a large and varied community. Third, there are other possible energy-related source code manipulations beyond the scope of this paper. With our methodology, we expected that similar analysis can be conducted by others when they became relevant. Fourth, this paper does not address the problem of understanding whether these source code modifications actually save energy consumption. Although we provide some discussions based on the source code modifications, it is well known that energy consumption is heavily application-dependent [77]. A definitive answer would require a in-depth runtime investigation of each target system. Finally, we have analyzed live and under evolution systems. During our analyzes, we have observed that...
some commits that were initially found became not-found. As a means for replicability, we have download and stored all commits analyzed in this study in a database. Along with it, we make available a fine-grained report. We encourage others to replicate our study.

VII. RELATED WORK
Most of the existing software empirical research has focused on the trade-off of comparing individual characteristics of an application and energy consumption. These characteristics vary from data structures \[53, 60, 69\], VM services \[48\], cloud offloading \[63\], code obfuscation \[81\], and design patterns \[79, 64\]. Such research serves as a guideline for future energy-aware application programmers.

The mobile arena is also an important topic of research. Hindle \[58\] investigated the relationship between software changes (several versions of the Mozilla Firefox app) and power consumption. The author observed that intentional performance optimization introduced a steady reduction in power consumption. Pathak et al. \[71\] categorized energy bugs through analyzing the posts from 4 online forums. They produced a comprehensive taxonomy ranging from battery problems, SIM card problems, OS configuration problems, to no-sleep bugs. Pathak et al. \[72\] presented an investigation aiming to understand the root causes for energy consumption problems in mobile applications. Linares-Vasquez et al. \[67\] investigated Android API usage patterns that can potentially consume high energy consumption. The authors observed that while some abnormal energy consumption are unavoidable, some can be avoided by using certain categories of Android APIs and patterns. Similarly, Li et al. \[65\] presented a large scale study on the energy-efficiency of mobile applications. Among the findings, we describe two of interest: (1) a few set of APIs used in applications dominate non-idle energy consumption and (2) an HTTP request is the most energy consuming operation of the network.

However, to the best of our knowledge, there is only one work that deals with the topic of understanding what are the solutions proposed by software developers in order to improve software energy consumption \[70\]. In this work, Pinto et al. \[70\] surveyed STACKOVERFLOW, a programmer-centric website, considering a developer-oriented view of energy-aware software development. This work provides useful insights such as the most common energy consumption related problems, and the solutions to them. However, this work focused on what developers believe. In contrast, this work provides a set of solutions that developers actually employ in the hope to save software energy consumption.

VIII. CONCLUSION
In this paper we analyzed what are the solutions created by application programmers to save software energy consumption in practice. Starting from a set of more than 2,000 commits performed at several kind of open-source projects in Github, we manually analyzed 371 of them. We conducted an in-depth investigation in the source modified by such commits, we categorized them in 12 main themes and discuss 6 of them.

In future work we plan to significantly expand the scope of the paper study. In particular, we plan to investigate whether the approaches identified here are consistent across multiple mobile platform and operating systems. We also plan to conduct energy consumption experiments in order to verify if the identified approaches actually save energy, and if so which is the degree of saving that can be achieved in each solution. Also, we plan to contact the commit authors to better understanding the intention behind the commit, and thus mitigate the over/under generalization problem.
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